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Abstract: - In  recent years, mobile malware takes anywhere between several hours to several days to screen an 
app for malicious activity. More than 6000 apps are added to the Google Play Store everyday on average. 
Security analysts face an uphill battle against malware developers as the complexity of malware and code 
obfuscation techniques are constantly increasing. Currently, most research focuses on the development and 
application of machine learning techniques for malware detection. However, their success has been limited due 
to a lack of depth in the data sets available for training models. This paper uses a new method of Dynamic 
Analysis for Android apps to extract large amounts of information on the behavior of any app which can then 
be used for training models or to enable security analysts to take an informed decision quickly. 
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1 Introduction 
In this modern age of Software and fast moving 

technology, hackers are becoming more and more 

innovative in hiding the malicious activity of their 

software from users as well as traditional tools. 

Tools like antivirus software's are based on older 

techniques such as Hash comparison, 

crowdsourcing, system resource usage monitoring 

or network flow analysis. They may also make use 

of code analysis algorithms including system call 

identification, runtime library usage, or embedded 

string search. So the modern problem requires a 

modern solution. 
Over 2.5 billion Android mobile active devices  

exist as per statistics record in 2019, [1]. Recent 

research, [2], has pointed out that close to 80% of 

Android malwares are hidden inside seemingly 

benign apps distributed through public app stores 

like the google play store. A report from McAfee 

Labs shows that 7.4 million components of mobile 

malware were identified in 2018, with an increase of 

82% from last quarter of 2017, [3]. Today, the 

existing  permissions-based app cautions the 

individuals about the consent required by an app 

before installing it, [4].  Therefore, the responsibility 

falls to the owners of app stores to ensure that such 

apps do not appear on their stores. This job is 

typically carried out by highly trained security 

analysts and the majority time is spent on analyzing 

the app to get information about its behaviors, like 

which files it accessed or network activity. By 

utilizing the dynamic analysis method in this work, 

this time can be cut down from several hours to a 

few minutes. 

Many researchers have provided Android 

malware security solutions using dynamic analysis 

method, [5]. Dynamic analysis method examines the 

behavior of malware at runtime, [6], and makes it 

challenge-able to adversary, [7]. This method can 

control malware when executed using a sandboxed 

environment or emulator, [8].  It discovers malware 

when the application is in execution state and 

acquires the data pertaining to the application's 

behavior by setting up an environment using 

sandbox, virtual machine and other forms, [9].   

The main objective of this proposed work is to 

provide a tool where the user can upload any 

Android app and select a list of malware's to scan 

for, or suspicious app behaviors to check for. The 

app will be installed and executed on a virtual 

machine running the modified version of Android 

Operating System(OS). The user will be able to 

interact with the virtual machine, while the 

background activity of the app is monitored. If any 

of the security rules are triggered or the app is seen 

accessing unauthorized resources, the tool will flag 

the app as a malware and inform the user.   

The major contributions in this paper are as 

follows.  

 Users can upload an android app and scan a list 

of existing malware's for detecting suspicious 

behaviors. 
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 The executable file, android app is analyzed to 

monitor the behavior and actions of the app to 

detect the existing malware. 

 Interact and monitor the background activity of 

the app. Any violation of the system will flag 

the app as a malware. 

 Further on detection, an alert is notified to the 

user about the existing malware.   

The organization of the work proceeds as follows. 
Section 2  introduces the literature survey, which 
contains the new technology, research, and 
methodology used in the existing work associated 
with this work and Section 3 discusses the system 
design, system components, resources and 
components.  Section 4 discusses the experimental 
setup and workflow. Section 5 summaries the results 
and discussion on the analysis of the malware. 
Finally, with future work the paper is concluded. 
 

 

2 Literature Survey  
Singh et. al., [10], described the taxonomy of 
features that may be used by a machine learning 
approach to dynamic analysis of malware: Memory 
and registers usage, instruction traces, network 
traffic and API call traces. T. Cho et. al., [11] 
performed a security based assessment with  various 
code obfuscation techniques.   While there has been 
some research into the field, [12], [13], it is made 
difficult by the fact that each program uses a 
different variant of the obfuscation scheme with 
varying levels of code 3 complexity. Mercaldo et. 
al., [14], conducted an analysis of a dataset 
containing 20,000 Android applications, both 
malware and benign on the basis of the APIs used.    

Even small changes in the code like hiding the 
API call behind an additional layer of obfuscation is 
sufficient to fool an algorithm-based anti-malware 
solution, the proof of which is seen in semantics of 
internet security threat report, [15], showing that 
246 million variants of existing malware's were seen 
in 2018 alone. The hybrid static approach 
introduced by Kim et. al.,[16], would go a long way 
in improving the scalability of the project. 
Regarding the previous research into automating the 
malware detection process,   Viet Duc et. al.,[17], 
introduced a neural network to identify malwares 
that made use of 7 types of features.   

All research to date using Application 
Programming Interface(API) calls as a feature in 
classification appears to use only the names of the 
methods or class in which they are defined. This 
approach may produce a good result in the research 
context but it may not be practically applicable to 

the thousands of apps that need to be scanned every 
day. The reason for this is that there are millions of 
functions within Android OS used by   benign and 
malicious apps. Malicious behaviour does not come 
from the mere calling of the function, but it arises 
from how, or for what purpose the method is being 
called. Such data is typically impossible to retrieve 
in any other OS, but thanks to the open source 
nature of Android, it is possible to make 
modifications such that whenever an API is called, 
it will print out the values of the parameters to a 
serial console using Android’s built-in logging 
system, at which point it can be extracted to create 
the report or train a model. 
 
 
3 System Design 
The system design, system components used and 
connection between them for detection is discussed 
here. Dynamic malware analysis is the process to 
detect malware by setting up an environment, 
identifying the malware behaviour patterns, [18], 
and analyzing the sequence of system calls invoked 
by malware, [19]. Chun et al., [20], designed an 
application layer software to integrate existing 
dynamic analysis frameworks. 

Here, in this proposed system, a dynamic 
malware analysis approach is applied to detect 
malware and it is shown in Figure. 1. The user can 
upload any number of Android Package Kit(APK) 
files for testing in the frontend user interface. An 
Android virtual machine with versions of Android 
10.0 and Linux Kernel 4.4 is used for execution and 
monitoring of the app. Many logs are collected 
during the installation process of the app. To 
identify the malware activity a Virtual Private 
Network(VPN)  server is used as it takes a copy of 
network activity from the virtual machine and 
transfers the data to the log collection module for 
analysis. The analysis module classifies the 
collected data and reports to users in the frontend 
user interface.  

 

 
Fig. 1: Proposed system 
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Resources used in this work for detection of 
malware are as follows.  
 

 Files opened/read/ deleted/modified  
 Triggered a phone call / SMS  
 Read call logs/sms  
 Downloaded and installed another app  
 Network access - list of URLs and files 

downloaded  
 Hardware sensors accessed  
 Notification access  
 Permissions used.  

 
The components used here for this work are 
represented in Figure 1. The brief description of the 
components is discussed below. 

Frontend User Interface comprises the main 
homepage, where the user can upload any number 
of APK files for testing. Logging statements and 
condition checking blocks will be built into the 
implementations of all major APIs in Android and 
the Java Virtual Machine(JVM), as well as the linux 
kernel.  The capability in the 'Native code and Java 
API Logs' component was built by patching various 
APIs in the JVM. The patches made to JVM are 
listed below: 

 Redirected standard output and standard 
error streams to a separate stream monitored 
by the Collection module 

 Patched the APIs in java.io package to 
trigger a message in X-Ray when any file is 
accessed. 

Native code and Java API Logs provide access to all 
sensitive device information, such as the file system, 
radios, device sensors, communication with other 
apps, etc.  To identify apps during execution 
activity, the backend will provide a VPN server as 
the only possible method of outside network access.  
 
Listing 1.1:Input code 

 
 class helloWorld { 

    public static void main(String[] args) { 

        System.out.println("Hello"); 

    } 

    public void testing(int x) {} 

    private int privFun() { 

        return -1; 

    } 

} 

  
The backend VPN server forwards a copy of all 

network activity through network connection logs, 
from the virtual machine and stores it so that the 

data can be used for analysis. The log collection 
module collects and combines log data obtained 
from various sources like LogCat, liblog, the VPN 
Server and the kernel dmesg output into a single 
datastore for analysis and report generation.  The 
analysis module is responsible for segregating 
records into categories like device sensors, file 
system access, inter-process communication, 
network access, etc. and classifying the records as 
malicious or safe activity. From the consolidated 
datastore of all log records, a comment is  presented 
to the user.  

 
Listing 1.2 Output code 

import android.util.Log; 

class helloWorld { 

    public static void main(String[] args) { 

        Log.xray("helloWorld", "main" + "|args=" 

+ args); 

        System.out.println("Hello"); 

    } 

    public void testing(int x) { 

     Log.xray("helloWorld", "testing" + "|x=" + 

x); 

    } 

    private int privFun() { 

        return -1; 

    } 

} 

 
 
4 Detection and Performance 

Attainment  
The procedure for experimental setup to launch the 
sandboxed Android Virtual Machine is divided into 
five stages as follows.  
 Download Android OS source code  
 Set the build target to x86 Android Cuttlefish 

VM  
 Add X-Ray logging code to OS 
 Build the full OS and generate artifacts 
 Launch the Cuttlefish VM with Virtual 

Network Computing(VNC) server. 
 
After the download of the X-Ray modified Android 
OS source code, [21], this research work uses 
Android Cuttlefish Virtual Machine, [22], as the 
build target, as this enables multi-tenancy on the 
server and allows multiple VMs to run efficiently on 
the same server in parallel. These Android 
framework classes files are passed to the JavaParser 
module for generating Abstract Syntax Tree (AST). 
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Fig. 2:   Flowchart for addition of log statements in 
Java files 
 
To build code generating software, each node of 
AST is traversed. If the node of AST contains a 
Public Method the MethodModifier function will 
prepend the Android X-Ray function as the first 
child of that node. By adding X-Ray function as the 
first child of any function, it can be ensured that the 
function will never be executed without also 
triggering the execution of the X-Ray function. The 
Android X-Ray function is a custom function that 
integrates with Android's logging system and will 
send the method name, parameters passed, 
parameter values to the back end via the log 
collection module. 

The steps followed for modification of Android 
OS code is depicted as a flowchart in Figure. 2 and 
the sample java program and modification is listed 
in Listing 1.1 and Listing 1.2 respectively.  Android 
uses a combination of GNUMake and the Google 
Soong, [23], to build a system for compiling the 
source code and generating system images to run on 
the virtual machine.  The build system produces the 
following artifacts after compiling the code which 
are required for launching the Cuttlefish virtual 
machine. The Cuttlefish engine is launched with 
VNC server enabled that uses Kernel-based Virtual 
Machine(KVM), [24], emulation and launches as 
many instances as required by the system. It also 

sets up TAP network  adapters, [25], that provide an 
internet connection to the machine by tunnelling the 
network traffic of each virtual machine 
independently through a separate adapter. 

The APK file of the app to be tested is uploaded 
through the front-end web-page. App installation 
module uses Android Asset Packaging Tool 
(AAPT), [26], tool to extract app metadata including 
the package name and the list of activities. Each 
application is executed using the Monkey tool that 
generates pseudo-random streams of user events for 
about one minute generating 2000 gestures with a 
delay of 500ms between each event and the logs are 
collected.  The log collection module spawns a 
subprocess to monitor the output of adb logCat.  The 
module iterates through the log entries and removes 
any garbage logs which are not related to the X-Ray 
analysis system. It then uses the syntax of the 
”Log.xray()” command to identify the API that 
triggered execution of each log, and applies a 
command-specific regular expression to those log 
entries corresponding to functions that have 
parameters with important values. 

The log entries are then grouped by the source. 
The total number of occurrences of each unique 
class or function call is calculated and added as an 
attribute of the group. A benign app will typically 
have fewer frequency of API calls or permission 
requests than a malicious one. Most of the features 
required for malware classification algorithms are 
derived from the X-Ray output in a straightforward 
way. The vanilla Android OS comes with 4 million 
unique files loaded on the first boot, [27].  
Therefore, from each log entry for access to a file, 
the features of root partition, file extension and file 
access in read or write mode were created. It is now 
possible to perform Categorical Encoding, [28], on 
the newly created features and the model has 
successfully represented the most important data 
from the file system access logs. 

For the network activity logs, the X-Ray system 
monitors the console for any Domain Name Server 
(DNS) queries and saves the query hostname. It 
queries the IPVoid APIs to get up-to-date historical 
information on malicious activity from that address, 
along with details about how the address is being 
used. By summarizing the collected logs and 
performing feature extraction on the submitted 
APKs, it is possible to collect the data for each 
submitted app and prepare a dataset for training. 
Further, a random classifier, [29],  then can be 
applied to classify a new app as malicious or benign 
based on the historical data.  
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Fig. 3: Raw console output of logging functions 
 
 
5 Results and Discussion 
The dataset is collected from 200 benign apps 
downloaded from Google Play Store and 150 
malicious apps from the AndroZoo repository of 
malicious android applications, [30]. The AndroZoo 
dataset  is a static dataset and is easily obtainable by 
anyone who wants to reproduce this experiment. 
Each app is run through all stages of the X-Ray 
system from app installation to log summarization, 
and the final data is saved into the dataset. In order 
to collect the log information at various points, 
certain changes need to be made to the Android OS 
so that the relevant data can be extracted during 
execution of the test app. 
 

Fig. 4: Summary of output logs 
  
The system takes advantage of Android's built in 
logging subsystem, [31], which can write any string 
data to standard output. The standard output is 
monitored by the log collection submodule. This 
module is responsible for identifying the source of 
each log entry, parsing the relevant data and sending 
the information to the analysis submodule for 
further processing. For making these changes to the 
source code, the system takes advantage of the open 
source library JavaParser, [32], which enables the 
system to programmatically parse, modify and save 
a java source code file. 

Hence, the procedure for collecting log data is 
fairly simplified - a virtual machine running the 
modified OS is launched, and the test app is 
launched inside it while the standard output is 

monitored using Android's available LogCat tool, 
[33]. However, a log entry is created only when a 
function is actually executed, i.e. presence of a 
function call in an app does not guarantee that a 
corresponding log entry will be found as the app 
may execute a code path that doesn't contain the 
function call. To minimize this risk, the system 
makes use of another tool provided by Android 
known as Monkey, [34],  a pseudo-random event 
generator that can randomly send touch and 
keyboard events to the app, increasing the coverage 
of the system. By implementing the various modules 
of the system as described in Figure. 1, it is possible 
to automate the collection and installation of apps 
submitted for testing, launch them in an Android 
VM and collect the output logs which are then 
summarized and displayed to the user as an alert 
message.  

Sample outputs of the system on providing the 
wikipedia android app,  [35], for analysis are 
described in this section. Firstly, a subset of the raw 
text data printed to standard output by the logging 
functions added to the OS. Figure 3 displays the raw 
console output of logging functions.  This raw text 
is the input to the log collection module. Since each 
log entry follows a similar structure - the keyword 
"xray" followed by the class name and function 
name, followed by the parameter values separated 
with a '|' character, this module can easily identify 
the source of each message, extract the relevant data 
from the string and store it in a data structure more 
suited for analysis, namely JSON.  

To further simplify the downstream analysis 
work, the JSON entries may be segregated into 
different categories at this stage, such as permission 
requests, DNS lookups, file access, etc. A sample of 
the JSON output derived at this stage is shown in 
Listing  1.3. A sample network activity summary is 
listed in Figure. 4.  The extraction of features from 
Network Activity and File System Logs is 
represented in Figure. 5. 

Dimensionality reduction  and PCA 
transformation was applied on the features extracted 
from the X-Ray log dataset  before training the 
model. PCA transformed X-Ray logs dataset is 
represented in Figure 6.  Random forest 
classification model was used to classify the app 
malicious or benign. The F1 score obtained here in 
this process is 94.2%. Some challenges faced  in this 
work are as follows.  

 Parsing the very detailed logs output by 
Native code and Java API Logs module. 

 Removing duplicate log entries (Android 
APIs may internally call other APIs, and 
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each call will output a unique X-Ray log 
message). 

 

Listing 1.3 Log Collection output 
{ 

 "opened_files": { 

        "/data": 6, 

        "/data/app": 1, 

        "/data/app/vmdl1152042043.tmp": 5, 

        "/data/system/install_sessions/app_icon.1152042043.png":                 

 4,  "/data/app/vmdl1152042043.tmp/base.apk": 9 

     }, 

    "checked_permissions":{    

"android.permission.ACCESS_NETWORK_STATE|app=org.wi

kipedia.beta": 10,    

"android.permission.NETWORK_SETTINGS|app=org.wikipedi

a.beta": 2, 

"android.permission.MAINLINE_NETWORK_STACK|app=org

.wikipedia.beta": 2, 

"android.permission.INTERACT_ACROSS_USERS|app=org.wi

kipedia.beta": 1, 

"android.permission.INTERACT_ACROSS_USERS_FULL|app

=org.wikipedia.beta": 1,  

"android.permission.INTERNAL_SYSTEM_WINDOW|app=org

.wikipedia.beta": 1 

    }, 

    "dns_lookups": [ 

        "meta.wikimedia.org", 

        "en.wikipedia.org", 

        "in.appcenter.ms", 

        "upload.wikimedia.org" 

    ] 

} 

 

Some of the identified shortcomings of the work are 
listed below. 
1. Log Collection: This work provides a method 

of logging the execution of any Java API, 
however a large part of the OS including the 
linux kernel, drivers and low level APIs are 
written in C/C++. An approach similar to the 
proposed one using JavaParser may be 
employed on these classes to improve the scope 
of Log Collection. 

2. Noise Reduction: Since a log event is triggered 
every time a function executes regardless of 
how the call was triggered, the generated logs 
tend to contain a high amount of noise. A 
mechanism to either avoid logging of calls 
known to be of normal behaviour, or to filter 
them out in a post-processing stage would 
improve the quality of data collected. 

3. AI Automation: With the aggregation of log 
data for a large number of apps, an ML model 
may be trained to classify apps as malicious or 
benign using the dataset. It would then be 
possible to reduce the backlog of apps to be 
manually tested by filtering out the obviously 
malignant apps automatically.  
 

 

 
Fig. 5: Extracted features from Network Activity 
and File System Logs 

 
Few challenges left for future work are as follows. 

 Distinguishing between logs output by an 
app  

 Logs produced during normal system 
operation (Some progress was made using a 
Process ID (PID) filter, but there is still 
more work to be done). 

 

 
Fig. 6: PCA Transformed X-Ray logs dataset 

 
 
6 Conclusion and Future Work 
This work attempted to bridge the gap between the 
innovative tools available to hackers in preventing 
the detection of malware in Android apps and the 
corresponding tools available to the security analyst 
charged with defending the Android ecosystem from 
them. Security analysts needed to manually 
decompile and inspect the bytecode of every 
submitted app to extract the information of used 
APIs, accessed network and local system resources, 
requested permissions, etc. Whereas the malware 
developer can use any simple method such as 
obfuscation and redeploy the app without making 
any changes to the code. By using dynamic analysis 
combined with the X-Ray logging system and ADB 
monkey to speed up manual user interaction with 
the apps, the proposed system has been efficient in 
cutting down the time required for dataset 
preparation from several hours to a few minutes. 
While the system can significantly improve the 
efficiency and accuracy of malware detection in 
Android, there is a high scope for future works to 
build upon it. 
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