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Abstract: - The issue of accurately detecting semantically equivalent code remains a current problem for 
students, teachers, and researchers. The goal of this article was to develop an alternative method for checking 
software code for plagiarism using abstract syntax trees. To achieve this, an analysis of existing modern 
methods of automatic comparison of original and modified program code for plagiarism detection was 
conducted, focusing on abstract syntax trees, approaches based on machine learning, and token-based analysis. 
Systems such as MOSS, JPlag, Codequiry, and Plaggie were reviewed. As a result of this work, it can be noted 
that the proposed methods have sufficiently high indicators in the range of 79-85% for semantically equivalent 
code and 93-95% similarity in cases demonstrating hash violation problems, which shows their potential 
effectiveness in solving various tasks related to the detection of software code plagiarism. The practical value 
of the research lies in the possibility of using the proposed method for checking small student assignments for 
originality. Future research on this topic could include adding functionality for document collection, reducing 
the time required for document verification, expanding the number of programming languages, and improving 
system efficiency while operating large code fragments. 
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1   Introduction 
Currently, the problem of plagiarism in student’s 
works at higher educational institutions is quite 
serious. This is linked to the fact that, as indicated in 
articles, [1], [2], [3], the majority of experienced 
students do not consider "borrowing" someone else's 
work without citation as a violation of academic 
integrity. Furthermore, some students rely on the 
notion that information should be free and can be 
"reused." As a result, learning, which is already 
advantaged by a large number of practical and 
laboratory works, becomes significantly time-
saving, even if it involves copying articles from the 
Internet, which only takes a few minutes compared 
to independent problem analysis, [4]. Another 
argument for indulging in plagiarism for a student is 
the awareness that their peers are also copying 
works and receiving high grades for it. 

To effectively assess the scale of the problem of 
appearances in student works, existing research on 
this topic was analyzed, which fully demonstrates 
the problem's relevance. Several sociological 
experiments, which were conducted both for 
students and for lecturers at higher educational 
institutions, were analyzed. Also were analyzed 

articles, [2], [3], [5], [6], [7], which are dedicated to 
the study of student psychology and their attitude 
towards the problem of plagiarism. Several key 
thoughts of the authors, which underline the 
seriousness of the problem of plagiarism and, as a 
consequence, the relevance of this work, will be 
presented. 

In the work, [5], the author considers that 
plagiarism and cheating are natural, and people are 
not particularly distinguished in using such a 
deception tactic to gain a competitive advantage. At 
the same time, the author points out that "reasonable 
intervention" in this process is possible, and 
numerous resources for lecturers can help create a 
culture of integrity. The authors, [2], present similar 
thoughts, and list several reasoned causes that lead 
to the violation of academic integrity rules: 

 Lack of time; 
 Helping another in completing a task; 
 The student does not understand the scope 

of work required and is overwhelmed with 
the task; 

 External pressure (for example, parents 
pushing for high grades); 
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 The student is unable to complete the task 
independently; 

 Laziness; 
 The belief is that all other students are also 

cheating. 
The authors emphasize that the problem of 

plagiarism needs to be solved at several levels – 
from plagiarism detection systems to appropriate 
normative acts and official rules and procedures. It 
is also worth paying attention to the article, [2], 
which describes in detail the students' point of view 
on the problem of plagiarism. The authors of this 
work fully share the higher education thoughts and 
assertions and also present several key aspects: 

 Students do not always clearly understand what 
constitutes plagiarism. A comparable observation 
was also noted in the article, [8];  

 In different countries, there are different 
understandings of plagiarism (Thus, without clear 
rules, a student may not fully understand what is 
considered plagiarism in one educational 
institution). 

 In this study, a sociological investigation was 
conducted to understand students' perceptions of 
what constitutes plagiarism in programming code. 
The findings revealed that a significant number of 
students do not fully grasp the concept of 
plagiarism. For instance, according to materials 
from the article, more than 50% of experienced 
students believe that taking program code from a 
book and rewriting it in another language is not 
plagiarism. However, 94% of respondents 
acknowledge that directly copying program code 
from a book violates academic integrity rules. 

After analyzing various articles, [2], [3], [5], [6], 
[7], the following conclusions can be drawn (all 
statistical data are taken from the materials of the 
works): 

 A large number of students significantly 
underestimate the number of plagiarism incidents in 
other works, which encourages them to violate 
academic integrity rules; 

 The majority of experienced students (more 
than 85%) are neutral or positive towards the 
practice of copying other works; 

 Nearly 70% (mostly first-year students) support 
the absence of punishment for plagiarism or limited 
verbal warnings; 

According to information from the article, [9], 
most educators, and specifically 97% of experienced 
ones, do not react to instances of academic 
dishonesty in practice, with 60% of participants 
limiting their response to verbal warnings. 
Moreover, only 5% of experienced participants 

allow the use of additional printed materials during 
exams and other types of assessment works, 
confirming the effectiveness of this practice in 
combating plagiarism. 

To highlight the prevalence of code plagiarism in 
recent years, the following statistics from 
researchers are provided: 

 From the information from the article, [10], it 
was confirmed that whereas in the 1940s only 20% 
of college students admitted to cheating, nowadays 
the percentage has increased to 75 - 98%. 

 Approximately 42% of computer science 
students admitted to copying code from other 
students – that is the result of the survey, [11]. 

 Moreover, according to the article, [12], it was 
proven that from 50% to 79% of students will 
plagiarize at least once in their academic career. 

As a premise, it can be concluded that the issue 
of plagiarism in student works requires detailed 
attention. The main justifications for performing this 
research are maintaining academic integrity and the 
potential support of academic institutions.  

In the field of Information Technology (IT), 
plagiarism can be broadly categorized into two 
groups: 

 Text plagiarism; 
 Source code plagiarism. 
A more detailed classification of plagiarism 

types is presented in Figure 1, based on the 
materials of works, [13], [14]. 

Notably, this work will focus on one of these 
plagiarism groups, specifically source code 
plagiarism. Further, more detailed descriptions of 
the subgroups of program code plagiarism will be 
provided. These include: 

 Refactoring of structure: The developer 
changes the order of functions and/or modifies the 
syntax without altering the program's source. 

 Addition of additional tabulation, spaces, and 
comments, and further development of the work as 
their own. 

 Change of programming language: The 
programmer rewrites the code in another 
programming language without acknowledging the 
authors of the original program code. 

To prepare for this study, several works of other 
researchers on the topic of code plagiarism detection 
were analyzed. After careful studying of the selected 
works, it is worth mentioning some of them, 
particularly, [15], [16], [17] in more detail. The first 
work for analysis was an article, [15], about the 
DeepSim system. After analysis of this work, it can 
be stated that the main advantages of this system are 
feature learning, scalability, and generalization.  
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Fig. 1: Classification of plagiarism types 

 

On the other hand, the main disadvantages of 
this system are overfitting, interpretability, and 
robustness. 

In the article, [16], the use of natural language 
processing methods was explored. The main pros of 
this work are code reusability, semantic 
comprehension, and context relevance. At the same 
time, the cons of this research are domain 
specificity, limited vocabulary, and semantic gap. 

It is also worth noting research, [17]. The 
authors of this article studied the use of different 
embedding techniques to represent code snippets in 
a continuous vector space for efficient code 
plagiarism detection. The main concerns for this 
study are data quality, hyperparameter tuning, and 
interpretability, whereas, on the other hand, the 
potential benefits of this work are semantic 
understanding, efficiency, scalability, and 
robustness.   

The objective of this research was to propose an 
alternative method for verifying program code for 
plagiarism using abstract syntax trees and neural 
networks. Consequently, the following tasks of this 
research were identified: 

 To analyze popular systems for analyzing 
program code for plagiarism and identify the most 
effective among them; 

 To determine the most effective system in 
terms of versatility (if possible); 

 To propose an alternative approach for solving 
the task of detecting plagiarism in program code 
using abstract syntax trees and neural networks; 

 To compare the results obtained from the 
analysis. 
 

 

2   Methodology 
This research is based on data collected from 
existing systems and methods for detecting 
similarities in program code, necessary for 
analyzing their effectiveness in identifying 
plagiarism in program code. The work employs and 
combines a range of theoretical research methods: 
logical method, analysis, synthesis, classification, 
generalization and analogy, comparison, induction, 
and interpretation. The methodological basis of the 
research consists of modern methodologies aimed at 
model structures designed for detecting plagiarism 
in program code. 

In general, the procedure of this research can be 
divided into the following main stages: 

1. Formation of a selection of existing systems 
for comparison; 

2. Conducting a general comparative analysis of 
the possibilities of the systems; 

3. Analysis of the results obtained with the 
subsequent selection of the two best systems; 

4. Conducting a comparative analysis of the 
selected systems for accuracy in detecting program 
code plagiarism; 

Types of plagiarism

Text plagiarism

Intellectual

Self-plagiarism

Mosaic paraphrase

Plagiarism of an idea, approach,etc

Plagiarism with the use of metaphors

Plagiarism from illegitimate sources

Paraphrase

Literal

Copying/duplication

Source code plagiarism

Structure refactoring

Adding additional tabs, indents, 
spaces, etc

Change of programming language
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5. Analysis of the results of the comparison, 
identifying potential shortcomings of the systems; 

6. Proposing alternative methods for detecting 
program code plagiarism and their practical 
comparison; 

7. Analysis of the obtained results and 
conclusions. 

As can be seen from Table 1, for comparison, we 
selected 4 existing systems currently designated for 
checking source code for plagiarism: MOSS, JPlag, 
Codequiry, and Plaggie.  

The choice of MOSS, JPlag, Codequiry, and 
Plaggie for comparative analysis with other 
plagiarism detection systems can be justified based 
on several key factors that make these tools 
particularly relevant and representative in the 
context of code plagiarism detection: 

 

2.1  Various Methodologies 
Each of these systems employs different algorithms 
and methods for detecting similarities in code. This 
diversity allows for a comprehensive understanding 
of various approaches to detecting plagiarism in 
programming. To highlight the contrast between the 
selected systems, it is worth mentioning that MOSS 
uses a hash-comparison algorithm for detecting 
matches, whereas JPlag is based on searching for 
structural similarity, [18]. Whilst the Codequiry 
system browses a large library of samples, which 
includes web resources as well, Plaggie proposes 
customizable algorithms for code similarity 
detection, [19]. 

 
2.2  Popularity and Usage 
The plagiarism checker software used for this study 
is reputable and applied in different educational 
institutions. For example, MOSS is becoming a 
benchmark in universities because of its reliability, 
which is a crucial point in any kind of study. 

 
2.3  Support for Various Languages 
The selected systems can be called versatile and 
applicable to a large variety of academic tasks due 
to their multiple programming language support. 
For example, JPlag is a solid choice for 
programming courses with a free selection of coding 
language, because the system is known for its 
“language independence”, [18]. 

 
2.4  Accessibility and Transparency 
Transparency is one of the most important criteria 
for academic studies, due to the importance of 
detection procedure and its value to the whole 
learning process. 

Moreover, the free accessibility of plagiarism 
detection tools which provide transparent results, 
makes them effective options for practical research 
and improvement of the educational process. 

 
2.5 Different Target Audiences and Usage 

  Scenarios 
All the above mentioned tools are eligible for 
particular tasks and work environments.  

To elaborate on the previous point, the 
Codequiry system can effectively evaluate modern 
programming assignments due to its focus on deep 
analysis and document comparison to the vast 
library of sources, [20]. 

Clear knowledge of each system functioning in 
different cases can significantly help educators and 
developers choose a plagiarism detection system 
according to their needs.  

To summarize, the comparison of MOSS, JPlag, 
Codequiry, and Plaggie is based on the next 
important characteristics: 

 Multiple programming languages support; 
 Transparency; 
 Ability to adapt to different use-case 

 scenarios; 
 Prevalence of use; 
 variety of methodologies.  
This comparison study will give educators and 

developers a comprehension of plagiarism detection 
tools as well as an understanding on methods of 
improving the educational process. 
 
 
3   Results 
As a part of this study, a comparative analysis of 
source code plagiarism systems was held based on 
selected criteria that can help evaluate the efficiency 
of the selected system. The study focuses on the 
following characteristics: ease of use, template code 
exclusion, scalability, clear and understandable 
results, capability to be used as a web service, 
support for multiple programming languages, and 
open source code availability. Definitions of the 
selected criteria are provided below. 

Ease of Use 

One of the most important criteria for plagiarism 
detection systems. Consequentially, systems with 
user-friendly and intuitive interfaces will be the 
obvious choice for teachers and students. As a 
result, ease of use greatly contributes to the 
increasing efficiency of the learning process and 
time-saving. 

 
 

WSEAS TRANSACTIONS on COMPUTER RESEARCH 
DOI: 10.37394/232018.2024.12.36 Serhii Myronenko, Yelyzaveta Myronenko

E-ISSN: 2415-1521 370 Volume 12, 2024



 
 
Template Code Exclusion 

This function helps to ensure the accuracy of the 
code check and significantly reduces the number of 
false positives. Template code removal is especially 
useful for student assignment control as such tasks 
often include some generic code, [21]. 

Scalability  

In our digital era, working with the large 
volumes of data is not a fancy feature, it is a 
necessity. The ability to work with large sets of 
documents simultaneously, fast adapting to different 
data sizes, and ensuring that the required 
computational power is provided are the necessary 
characteristics of an effective plagiarism detection 
system. 

Clear and Understandable Results 

Clear and understandable results are among the 
most vital sources of information for educators. 
Well-structured results provide the necessary 
feedback for teachers, which greatly helps to 
improve the educational process. 

Capability to be used as a web service  

A plagiarism detection system, that can be used 
as a web service provides great opportunities for 
people who work in different places. For example, 
such a system is a convenient choice for teachers 
who are regularly checking student assignments at 
home. Usually, web services are always highly 
maintained to stay up-to-date. 

Support for Multiple Programming Languages 

Support of multiple programming languages 
makes the plagiarism detection system more 
versatile and, as a result, it can be applied to a rather 
wide variety of educational tasks. Furthermore, it 
allows educational establishments to use a single 
plagiarism detection system for their work. 

Open Source Code Availability in Plagiarism 

Detection Systems 

Plagiarism detection systems with the open 
source code are a proper choice for educational 
institutions that value potential adaptability and 
transparency. Furthermore, the availability of the 
system’s source code can help to evaluate its 
effectiveness, along with motivating the community 
to improve existing functionality and deliver new 
features. 

Table 1 demonstrates the results of the 
comparative study. 

 
To sum it up, after examining the obtained 

results, it can be ascertained that, according to the 
selected characteristics, the MOSS system is the 
most efficient.  

Unfortunately, one of the candidates for 
evaluation, the Codequiry tool, could not be fully 
tested due to the absence of certain system functions 
in open access. 

The next step in the comparative analysis is to 
compare the two best systems based on the results 
of the previous evaluation (MOSS and JPlag) for 
accuracy in detecting plagiarism (including all types 
of code similarity). The results of this comparison 
are presented in Table 2. 

 
Table 1. Results of the Comparative Analysis of selected Plagiarism Detection Systems (MOSS, JPlag, 

Codequiry, Plaggie) according to the chosen criteria 
№  Characteristics of the comparison MOSS JPlag Codequiry Plaggie 
1 Ease of use Yes Yes Yes (free functional 

was checked)  
No 

2 Template code exclusion Yes Yes Yes Yes 
3 Scalability No No No No 
4 Clear and understandable results; 

result demonstration 
Yes, meets all requirements Yes, meets all 

requirements 
Yes (free functional 

was checked) 
Yes, meets all 
requirements 

5 Capability to be used as a web 
service 

Yes Yes No Yes 

6 Open source code availability Absent, but several projects are 
using MOSS algorithm 

Absent Absent Absent 

7 Support for multiple programming 
languages  

23 6 More than 20 1 

 
Table 2. Results of the Comparative Analysis of the Two Best Systems (MOSS and JPlag) for Accuracy in 

Detecting Plagiarism 
Type of source code similarity MOSS JPlag 

Identical code fragments 100 % 100 % 
Changed variable names and/or their types 100 % 100 % 

Added or removed individual operators 92 % 90 % 
Semantically equivalent code 64 % 55 % 

  

WSEAS TRANSACTIONS on COMPUTER RESEARCH 
DOI: 10.37394/232018.2024.12.36 Serhii Myronenko, Yelyzaveta Myronenko

E-ISSN: 2415-1521 371 Volume 12, 2024



 
From the comparative table, it is evident that 

both systems effectively handle the detection of the 
1st and 2nd types of code similarity. The 3rd type of 
code similarity was also detected quite effectively, 
but the MOSS system showed more precise results. 
Regarding the 4th type of similarity, the detection of 
semantically equivalent code, both systems show 
relatively low accuracy, but MOSS performs 
slightly better than JPlag. 

At first glance, the MOSS system appears quite 
effective in detecting various types of plagiarism, 
but it is not as effective after considering the general 
principles of MOSS's operation and the creation of 
systems that can "deceive" MOSS by using critical 
system vulnerabilities, such as hash collision. The 
problem of hash collision lies in the fact that if a 
token is added to a hash window of length n, it 
significantly reduces the effectiveness of MOSS. In 
general, Mossad can generate up to 12 source code 
variants, and after checking for plagiarism, the 
original and MOSS do not show more than 25% 
similarity. Due to this vulnerability, this work 
proposes variants of program code testing for the 
presence of obfuscation, which would be robust 
against this vulnerability. 

The approach proposed in this work involves a 
shift from the traditional MOSS algorithm to more 
o. The proposed block diagram is shown in Figure 
2. 

For implementing the algorithm depicted in 
Figure 2, two variants of realization for checking the 
presence of obfuscation are proposed. A multilayer 

perceptron was chosen for the first implementation 
that compares vector representations of 
programming code received from Code2Vec, [17], 
[22]. As the second option, the existing TreeBERT 
system, [23], [24], was modified to detect 
plagiarism in source code. TreeBERT system uses 
an enhanced vector representation, [24], [25], [26], 
[27], whereas the first realization is working with 
‘classic’ implementation using standard 
representations received from Code2Vec.Each of 
the selected approaches has its crucial strong points. 
For instance, the first one is suitable for large-scale 
programs as its primary focus is on the semantic 
content of the code. The second one also has its 
benefits: this approach offers more possibilities in 
the field of structural and contextual analysis, which 
is vital for complex plagiarism checks. The key 
difference is that, unlike other systems, the proposed 
models can work with different programming code 
manipulations and coding styles, along with 
ensuring high accuracy of plagiarism detection. 

The choice of the proposed implementations was 
driven by the need for a complex approach that 
contains the main strengths of an effective 
plagiarism detection system: adaptability to 
different plagiarism scenarios, precise document 
checking, and efficiency. 

After implementing both proposed variants, a 
comparative analysis of the effectiveness of 
detecting various types of plagiarism in source code 
was conducted. The results of this analysis are 
presented in Table 3. 

 
 

 
Fig. 2: Proposed Block Diagram of the Algorithm 

 
Table 3. Results of the Comparative Analysis of the Proposed Solutions with the MOSS System 

Type of plagiarism TreeBERT Multilayer perceptron + Code2Vec MOSS 

Identical source code fragments 100 % 100 % 100 % 
Changed variable names and/or their types 95 % 94 % 100 % 

Added or removed individual operators 95 % 95 % 92 % 
Semantically equivalent code 79 % 85 % 64 % 

Example of hash violation problem 93 % 98 % 10 % 
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It is important to note that the MOSS system is 
present in this experiment to evaluate the 
effectiveness of other proposed methods. It is also 
significant that all analyzed pairs of examples 
during this check contain plagiarism. Therefore, for 
maximum evaluation, which the system can provide, 
we consider 100%. A total of 5 types of situations 
were examined (4 of them demonstrate different 
types of program code plagiarism, and the 5th case 
represents a problem of hash collision). Compared 
to the MOSS system, neither developed method is 
sensitive to the hash collision problem. In cases 
where the MOSS system is vulnerable to this 
problem and shows a similar result of only 10%, the 
proposed methods achieve results of 93% and 98%, 
respectively. Thus, the developed models are better 
at detecting the fourth type of plagiarism, namely 
semantically equivalent code. 

When comparing the two developed models, it 
can be concluded that the multilayer perceptron + 
Code2Vec has better performance indicators. 
 
3.1  Limitations of the Study 
One of the limitations of this study is the incomplete 
testing of the existing Codequiry system due to the 
absence of a free trial version of the system. 
Another limitation is the limited number of 
programming languages for the proposed systems, 
as the research and analysis of these systems' 
performance were conducted using a selection of 
code fragments in the Java programming language. 
Additionally, the study faced limitations related to 
the small size of the program code fragments used 
for training and testing the systems. 
 
 
4   Discussion 
Today, several systems and methods have been 
developed for detecting plagiarism, which helps 
identify fragments of program code that are 
plagiarized, and systems for checking program code 
that can detect semantically equivalent code. 
However, as numerical studies show, current 
systems for detecting program code plagiarism can 
very successfully identify identical program code 
and code with changed variable names and 
constants, and they can quite well identify code 
fragments with added or removed operators. The 
detection of semantically equivalent code is not as 
successful. Another issue is the vulnerability to hash 
collision attacks, which the system fails to recognize 
as plagiarism. This vulnerability is present in one of 
the popular systems for detecting plagiarism, 
MOSS, [28], [29], [30], [31], [32]. The work, [29], 

details the problem of hash collision and how the 
attack works. It was also proven in this work that it 
is possible to generate at least 12 variants of 
program code that, when input into the system, these 
variants will be semantically equivalent to the 
original, and MOSS will not detect plagiarism when 
comparing the original and one of the generated 
code variants. Also, according to work, [32], the 
MOSS system is one of the best systems for 
detecting program code plagiarism, as demonstrated 
by using various data selections and metrics like F-
measures and precision-recall curves. Therefore, 
enhancing systems for detecting program code 
plagiarism is an important task, especially in 
detecting semantically equivalent code and the 
system's resistance to hash collision attacks. 
Research into existing systems and methods has 
proven their effectiveness in identifying identical 
fragments of program code. Methods and techniques 
for detecting plagiarism of semantically equivalent 
code require further refinement, [33]. This study 
focused on models and methods that have recently 
proven to be some of the most effective for 
detecting plagiarism in source code. Particular 
attention was paid to abstract syntax trees, [25], 
[26], neural networks, and the possibilities of their 
practical application in detecting program code 
plagiarism. 

The models analyzed by us demonstrate very 
good results in the range of 79-85% for detecting 
semantically equivalent code and results of 93-95% 
in tests demonstrating the problem of hash collision, 
which strongly indicates their potential effectiveness 
in solving various tasks related to the detection of 
program code plagiarism. Thus, BERT, which was 
presented in the work, [34], and all subsequent 
modifications of this model are among the most 
promising for solving tasks related to the detection 
of program code plagiarism. 
 
 
5 Conclusions and Perspectives for 

 Further Research 
During this research, two methods of checking the 
output program code for the presence of 
obfuscations were proposed – a multilayer 
perceptron + Code2Vec and TreeBert. For the 
TreeBert system, a function of checking for 
similarity was additionally developed, and, 
according to the authors, the main task of this model 
is code generation. In turn, the multilayer 
perceptron + Code2Vec was trained on a dataset 
containing 14 million examples of program code in 
Java. The designated code fragments from the 
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selection were pre-processed by Code2Vec to detect 
similarities in vectors. 

After conducting a comparative analysis, it was 
concluded that both proposed models resist the 
problem of hash collision, a major vulnerability of 
the existing MOSS system. It is also worth noting 
that the multilayer perceptron + Code2Vec shows 
better indicators than TreeBert and MOSS, 
especially in working with semantically equivalent 
code and in cases demonstrating the problem of 
hash collision. Since the method of this work was 
developing a more effective method for checking 
program code for plagiarism, the results of the work 
fully meet the set goals. 

As a direction for further development, it is 
possible to highlight the optimization of the 
necessary time for conducting checks, working with 
a collection of documents, expanding the number of 
programming languages with which the system can 
work, and improving the system for analyzing large 
fragments of program code. To experiment with 
accuracy results and feasible results improvement, 
periodically checking the existing datasets is 
recommended. It is also possible to create personal 
datasets for further experiments.  
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